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I.     INTRODUCTION 

  Software complexity stands for the measure of an 

entity, which have extremely complicated structure 

and so many interconnected links. During the 

design phase, the number of interconnections 

between the elements increases gradually, which 

turns into very hard to understand and as the 

software complexity affects many quality attributes 

such as reliability, usability, modifiability, etc. 

either directly or indirectly, it is the responsibility 

of software developers to build low complex 

software products. So without any complexity 

measure it is difficult for the developers to assess 

the project complexity. In Java based projects, 

Coupling is one of the important metrics in 

measuring the software complexity that affects the 

overall software performance. Tight coupling 

subsists between two classes when one class is 

collaborating with another class .Inheritance 

Coupling occurs when one class inherits the 

property of another class within and between 

packages and higher the level of coupling, higher 

the software complexity and it degrades the  

 

 

Software quality. Using coupling metrics one can 

examine and compare the data with the previous 

result and ensure the improvements happened. A 

software tool is a program that helps to develop 

applications in a proper and easy manner. So many 

software defect estimation tools have been 

effectively applied in many real-world software 

projects. The purpose of this paper is to develop a 

software tools that calculates the Inheritance 

coupling complexity of the product on a single click 

which aims to reduce the time and effort of the 

developers. 

  This paper measures the complexity of the object 

oriented software system using inheritance coupling 

at the package level, which uses the CK metrics [1] 

such as Coupling between Objects (CBO), Depth of 

Inheritance Tree (DIT) and Number of Children 

(NOC) to identify and analyze the coupled 

components.  The complexity is measured by 

assigning different weights based on the 
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dependencies between components at the package 

level. The main goal of this paper is to design and 

develop a software tool that computes the software 

complexity that occurs due to inheritance coupling 

at package level. Once computes the complexity, 

identifies the most error prone classes and make 

changes a in such classes, thus reduce the 

complexity. This study uses CK metrics to compute 

the complexity. As visualization is a useful and 

easy way of depicting the results to the user, this 

paper aids the developers to visualize their results.  

The rest of this paper is structured as follows. 

Section II presents literature review Section III 

discusses the background to the field. Section IV 

provides the architecture of the newly proposed 

tool. Section V gives detailed description of the 

newly proposed tool. Section VI presents the study 

results. Section VII concludes the paper and 

summarizes some future work. 

II.    LITERATURE REVIEW 

A study of Conference proceedings or Journal 

paper published recently or only the most 

comprehensive to be included in this review. 

Included papers were published between the year 

2005 and 2018. Google Scholar, Scopus, 

IEEExplore and ScienceDirect were the search 

engines covered most of the publications given in 

references. Totally 42 papers were identified, 19 

unrelated papers to this research were rejected and 

finally included 23 papers. 

Reference [2] presented a software visual 

analytics tools which analyze static program and 

extract the fact and visualize the information which 

support program comprehension. Reference [3] 

shows the tool developed for analysing and 

visualizing the networks. [4] merged the code 

complexity with the maintenance time.  

III. BRIEF DESCRIPTION ABOUT THE 

PREVIOUS STUDY 

A. ICCP Metric 

Software complexity can be estimated using 

various factors of software. Coupling is one of the 

factors which affect the quality of software. In this 

section, we are discussing a newly proposed metric 

and a tool for measuring the complexity of the 

software system based on the inheritance coupling 

at the package level and visualizes the same in 

graph.  

     As shown in [1] deeper the level, higher the 

value of the DIT. Deeper trees involve greater 

design complexity with a higher probability of 

errors in the code. 

According to the previous study [5] inheritance 

of classes from sub package in one package to sub 

package in another package is at a deeper level of 

inheritance which is harder to understand and thus 

gives more complexity than else. Based on the 

inheritance at package level weights are assigned. 

Deeper the inheritance level higher the weights. 

The assignment of different weights based on the 

inheritance of the classes at the package level from 

1 to 5 is shown in the following Table 1. No weight 

has assigned to the state in which the packages 

could not share any classes and it is mentioned as 

not applicable (NA) in Table 1. 

TABLE I 

ASSIGNMENT OF WEIGHTS 

 

The data collected from different Java projects 

have chosen to demonstrate the practical features of 

the proposed tool. The total number of parent 

packages, its sub packages and classes in the five 

projects are shown in the Table 2. 

TABLE III 
NUMBER OF PACKAGES AND CLASSSES IN FIVE DIFFERENT JAVA 

PROJECTS 

Java 

Projects 

Library 

Management 

System 

(Project 1) 

External 

Remuneration 

System 

(Project 2) 

Stock 

Maintenance 

System 

(Project 3) 

Student 

Result 

System 

(Project 4) 

Online 

Voting 

System 

(Project 

5) 

No. of 

Parent 

packages 

4 2 2 3 2 

Inherit 

Classes 

Same 

Package 

Different  

Package 

Same Sub 

Package 

Different 

Sub 

package 

Same 

Package  

1 NA 2 4 

Different 

Package 

NA 1 4 2 

Same Sub 

package  

2 4 3 5 

Different 

Sub 

package 

4 2 5 3 
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No. of  

Sub 

Packages 

10 6 4 

No. of  

Classes 

42 31 26 

  The number of classes inherited at package level 

in a different manner for the five projects are sho

in the Table 3. 

TABLE IIIII 
INHERITANCE COUPLED CLASSES AT PACKAGE LEVEL FOR FIVE PROJEC

  We have chosen the mid-range formula Eq. (1)

for calculating the lowest and highest possibility of 

Inheritance Coupling complexity values.

  Mid-Range formula is a set of statistical data 

values is the arithmetic mean of the maximum and 

minimum values in a data set and it is a measure of 

central tendency. 

 mid-range = min + (max - min) / 2             

mid-range – expected complexity value

min – minimum complexity value that can be 

occurred  

max – maximum complexity value that can be 

occurred 

  From Table 4 it is shown that the difference 

between the actual complexity value and expected 

complexity value are high for the project

and hence the probability of getting risk is high 

which may diminish overall software quality.

Coupled Classes at 

Package level 

Project 

1 

Project 

2 

Project 

3 

Classes extends 
from the same 

package 

5 2 3 10

Classes in sub 
package extends 

from the same 

package 

3 2 7 12

Classes in sub 

package extends 

classes of sub 

package belongs to 

same package 

6 4 3 5

 Classes in package 

extends classes of 

sub package 

belongs to other 

package 

4 7 2 6

Classes in sub 
package extends 

classes of sub 

package belongs to 
other package 

4 7 0 5
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9 5 

53 20 

The number of classes inherited at package level 

different manner for the five projects are shown 

EVEL FOR FIVE PROJECTS 

range formula Eq. (1), 

calculating the lowest and highest possibility of 

complexity values.  

set of statistical data 

of the maximum and 

and it is a measure of 

min) / 2              (1)                                        

expected complexity value 

minimum complexity value that can be 

maximum complexity value that can be 

it is shown that the difference 

between the actual complexity value and expected 

projects 2, 3 and 4 

the probability of getting risk is high 

which may diminish overall software quality.  

  From the results, it has shown that 

the class inherits in the deeper level 

high complexity. 

 

 
TABLE IV 

ACTUAL AND EXPECTED VALUE OF INHERITANCE COUPLING 

COMPLEXITY 

 

B. Proposed Tool 

From the previous study, we proposed a tool which 

is named as Software Inheritance Coupling 

Complexity Analysis tool (SICCAT) which 

divided into complexity Evaluation and 

visualization, as follows. Complexity Evaluation 

collects the information about the source code from 

the database and computes the complexity in the 

proposed manner. Visualization uses information 

from the database and use visualization techniques 

to create interactive displays of the software 

complexities in graph. SICCAT uses the 

algorithm [5] for the complexity evaluation

Shows the architecture of newly

tool  

Fig. 1 Architecture of newly proposed 

  We have built the Software Inheritance Coupling 

Complexity Analysis Tool (SICCAT) that 

Project 

4 

Project 

5 

10 4 

12 4 

5 2 

6 0 

5 5 

Projects Actual Value 

Library Management System 

 

65

External Remuneration 

System 
 

81

Stock Maintenance System 

 

34

Student Result System 
 

98

Online Voting System 43

– Apr 2018 
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it has shown that the number of 

in the deeper level is more results 

ACTUAL AND EXPECTED VALUE OF INHERITANCE COUPLING 

 

From the previous study, we proposed a tool which 

is named as Software Inheritance Coupling 

Complexity Analysis tool (SICCAT) which can be 

divided into complexity Evaluation and 

Complexity Evaluation 

t the source code from 

the database and computes the complexity in the 

proposed manner. Visualization uses information 

from the database and use visualization techniques 

to create interactive displays of the software 

complexities in graph. SICCAT uses the ICCP   

for the complexity evaluation. Fig. 1. 

of newly proposed SICCAT 

 
proposed SICCAT tool  

We have built the Software Inheritance Coupling 

Complexity Analysis Tool (SICCAT) that 

Actual Value  Expected Value  

65 66 

81 66 

34 45 

98 114 

43 45 
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calculates the complexity of software product that 

may arise due to inheritance coupling at package 

level that was developed in Java and collaborates 

with other software applications, including a 

JFreeChart and WAMP Server. SICCAT accepts 

the input from the user needed to compute the 

complexity and stores it in the database. SICCAT 

retrieves the information whenever needed from the 

database and allow developers to update and delete 

the data if they want. The tool not only computes 

the actual complexity, but also assists the 

developers in determining whether to reduce the 

complexity level or not, by making changes in the 

defect prone code by comparing the actual and 

desired complexity value in tabular form and also 

visually. The actual and desired complexity values 

are calculated according to the previous work [5]. 

The calculated complexity values are layout into 

tabular forms and saved back into the database. 

Fig. 2. Shows SICCAT’s screen design, which has 

the option to insert, update, delete and view the 

data’s into and from database. 

 
 

Fig. 2  Data inserted successfully into the database 

Fig. 3. shows the software project, which is to be 

updated by choosing from the combobox by the 

user. 

 
 

Fig. 3 Data updated successfully in the database 

 

Fig. 4.  Shows the software project deleted from the 

database successfully. The user has to select the 

project to be deleted from the combobox and when 

hits a delete button the project must be completely 

removed from the database. 

 

Fig. 4  Record deleted successfully from the database 

 

Fig. 5. gives the information about the software 

project stored in the database when hits a show 

button. 

 

Fig. 5  View details of software project in tabular format 

Fig. 6. shows the actual and desired complexity 

value of the selected software project from the 

combobox in tabular format. 

 

Fig. 6 View actual and desired complexity values in tabular format 
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The view in Graph button tells SICCAT to show 

actual and desired complexity value in the graph. 

From Fig.7. it can be easily studied the acceptable 

level of complexity of the five projects.  

 

 

Fig. 7 Actual and expected values of Inheritance Coupling Complexity of 

different  projects 

 

IV. CONCLUSION  AND FUTURE WORK 

In this paper, we found the complexity of the 

object-oriented system with our newly proposed 

SICCAT tool. We have also associated our newly 

proposed inheritance coupling complexity metric 

with the software quality attribute, modifiability. 

The results have shown that more the numbers of 

the classes inherit in the deeper level results high 

complexity. Overall the results conclude that 

determining the complexity of the software 

program that may arise due to inheritance coupling 

using automated tool will help software developers 

and researchers to reduce their effort in terms of 

cost and time and to develop high-quality software. 

This study has used visualization techniques to 

easily discover the complex level of the software 

system. 

  In future, progress or extension of this study can 

be done by focusing on extending the tool for 

getting the software programs as the input, parse 

and obtain the information about the coupled 

classes and packages.  
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