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Abstract: The Structured Query Language (SQL) has been established as a 
standard for querying relational databases. However, users face the problem how to 
define their requirements for data by the exact query conditions. This work 
examines advantages of fuzzy queries, which provide a better representation of the 
user requirements by expressing imprecise conditions through linguistic terms. 
Further, the paper discusses solving empty and overabundant answer problems, 
revealing similarities in database entities and applying preferences in query 
conditions. Finally, paper discusses practical realisations of fuzzy queries. 
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1 INTRODUCTION 

A query against a collection of data (in database) provides a formal description of the items of interest 
to the user posing this query [12]. For querying relational databases the Structured Query Language 
(SQL) has been developed. SQL queries use two-valued Boolean concepts (logical conditions) to 
describe the entities users are looking for e.g. select municipalities where altitude above sea level is 
greater than 1000 m. From the computational point of view this is powerful way for selecting a sub set 
of entities from a database.  

On the other side of a database are people which use the natural language in communication, searching 
for useful information and reasoning. Human approximate reasoning, although without precise 
measurements, is a very powerful way for finding solutions of various problems. Therefore, for people 
it is more convenient to use the concept based on natural language in data selection processes.  

“Computing, in its usual sense, is centred on manipulation of numbers and symbols.” [20] In contrast, 
computing with words is inspired by the singular human capability to perform a wide variety of tasks 
without precise measurements and computations [20]. These terms include a certain vagueness or 
uncertainty that information systems operated on the two-valued logic {true, false} do not understand 
and therefore cannot use [6]. When an entity with attribute value of ra satisfies a condition, then we 
expect that an entity having attribute value close to ra should also satisfy the condition, but with a 
slightly lower satisfaction degree.  

In these cases the uncertainty is not based on randomness, it cannot be presented as a precise numeric 
value. This type of uncertainty is called fuzziness [23]. It implies that fuzzy set and fuzzy logic theory 
[21] is a rational option which may offer the solution for above mentioned tasks. The fuzzy logic 
directly employs calculations with linguistic terms in order to solve data selection (retrieval) problems.  

Fuzzy logic reduces the complexity of mathematical analysis of problems in comparison with the 
classical approaches [16]. By the two-valued logic, two elements of the analysed universe (e.g. 
customers or municipalities) can be discerned only if one has and another does not have the examined 
property. Therefore, the number of necessary properties (attributes in queries) increases. Contrary, in 
fuzzy logic the complexity of the problem can be reduced by including the intensity of the examined 
property (e.g. query conditions). This allows us to distinguish elements with the same property, based 
on the intensity of matching it. 

The paper has two objectives. The first intent is to present advantages of fuzzy queries for researchers 
and practitioners, which are highly depended on data (analysts, decision makers…) and are not experts 
in fuzzy logic and databases. The second intent is discussing issues and solutions of flexible queries 
such as empty and overabundant answers, similarities, preferences and practical realisations. Section 2 
discusses limitations of SQL queries. Introduction to the fuzzy logic is provided in Section 3. Section 
4 illustrates fuzzy queries. Section 5 is focused on practical realisations. Section 6 is dedicated to 
particular problems which ca be efficiently solved by fuzzy queries. Finally, concluding remarks are 
drawn in Section 7. 
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2 LIMITATIONS OF SQL 

The SQL has been introduced in [11]. Since then the SQL has been used in variety of relational 
database management systems. The applicability of the SQL may be regarded as one of the mayor 
reasons for the success of relational databases in the commercial world [18].  

Let R be a table in a relational database. A set of tuples t (entities) is then defined as relation on 
Cartesian product:  
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where Ai is the entity’s attribute and Dom(Ai) is its associated domain.  

In traditional SQL queries the entity in a database can either fully satisfy the intent of a query Qs or 
not. Other options do not exist. Let A(Qs) be the set of answers to query Qs defined in the following 
way: 

 

}1)(|{)(  tRttQA S   (2) 

 
where φ(t) indicates that the selected tuple t meets the query criterion.  

The usefulness of the SQL for queries on relational databases is indisputable. Nevertheless, limits of 
using dichotomous criteria might appear. The limitation is explained on the following query: 

 
         select * 
         from [Table T] 

where attribute_1 > A1 and attribute_2 < A2 
(3) 

 

The result of the query is depicted in the graphical mode in Fig. 1. Values A1 and A2 delimit the space 
of the relevant data. Small squares in the graph show entities in a database. From the graph it is 
obvious that three entities are very close to meet the query criterion (3). For example, these entities 
could be customers and direct marketing should also consider these customers in motivation issues. 

The result is not surprising, because the SQL uses the two-valued (crisp) logic in querying. It means 
that the entity is not selected even though it is extremely close to meeting the intent of the query.  
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Fig. 1. The result of the classical query. 

 
If the SQL is used for solving this problem, the SQL relaxation could be in the form [4]: 
  
         select * 
         from [Table T] 

     where ateribute_1 > A1-a1 and attribute_2 < A2+a2 
(4) 

where a1 and a2 are used to expand the initial condition to encompass entities that are near the 
boundary of a query. According to [4] this approach has two main disadvantages. Firstly, the meaning 
of the initial query is diluted in order to capture neighbouring entities, but these entities satisfy a query 
with the same degree as all entities meeting the initial query (3). It means that the difference between 
original and neighbouring data (additional records selected by the relaxed query condition) does not 
exist. Secondly, what about entities that are very close to satisfy the expanded query? Is it useful to 
make another expanding of a query? In this way more data from the database is selected, but not better 
data.  

If we include not only the information whether or not record meet the query condition but also the 
intensity of satisfying the query condition then we are able to solve issue depicted in Fig. 1. 

3 FUZZY SETS AND FUZZY LOGIC IN BRIEF 

The concept of fuzzy sets was initially introduced in [21] where it was observed that precisely defined 
criteria of belonging to a set often could not be defined. In the classical set theory an element either 
belongs or does not belong to a set. The fuzzy set theory allows describing the intensity, uncertainty 
and ambiguity described by linguistic terms. The intensity is described by a membership function µ 
valued in the unit interval [0, 1]. Let consider a set called high unemployment rate (HUR) [8]. The 
HUR set can be presented by fuzzy set HUR shown in Fig. 2. User could define that the 
unemployment rate (UR) greater and equal than 10% fully belongs to the HUR concept, the 
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unemployment rate smaller than 8% definitely is not HUR and unemployment rate between 8% and 
10% partially belongs to the HUR concept. Naturally, when unemployment rate is closer to 10%, then 
it stronger belongs to the HUR concept. The fuzzy sets approach is not limited to clear sets’ 
boundaries.  

 
 

Fig. 2. Fuzzy set for the high unemployment rate concept [8]. 

A query usually contains several atomic (elementary) conditions in the overall query condition. For 
example, query (3) contains two elementary conditions merged by the and logical operator. Let’s 
consider the condition: unemployment is high and migration is small. The satisfaction degree for each 
elementary condition takes value from the [0, 1] interval. For example the territorial unit satisfies the 
high unemployment with 0.8 and the second elementary condition with 0.65. We should apply 
aggregation functions dealing with membership degrees. For the logical and operator, these functions 
are called t-norms [13]. The min t-norm: 

n1,...,i       )),(amin()( i  it   (5) 

 

where µi(ai) denotes the membership degree of the attribute ai to the i-th fuzzy set and μ(t) denotes 
satisfaction degree to the overall condition for entity t is often used because of its simplicity. 
Discussion about other t-norm functions can be found in e.g. [4], [5] and [10]. Interesting introduction 
into fuzzy logic and its practical applicability presented in a popular way can be found in e.g. [15]. 

4 FLEXIBLE QUERIES 

In queries based on fuzzy logic the entity in a database can satisfy the intent of a query QF with the 
particular membership degree. Let A(QF) be the set of answers to query QF defined in the following 
way: 

}0)(|))(,{()(  tRtttQA F   (6) 

where µ(t) indicates how the selected entity t meets the query criterion. If µ(t) = 1, the entity fully 
meets the query criterion. Value of µ(t) in the interval (0, 1) means that the entity t partially satisfies 
the query criterion. 
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In fuzzy queries, instead of numbers in query conditions (e.g. unemployment rate > 5%) and 
traditional comparison operators (>, =, <) we can apply fuzzy sets. The operator > (greater than) was 
in flexible queries improved with the fuzzy set high value (Fig. 1) to catch terms like unemployment 
rate is high. The operator = (equal) was fuzzified through the use of the term more or less equal to 
value a, where a is a real number. It can be described as a trapezoidal or triangular (a = B = C) fuzzy 
set about value (Fig. 3). In the same way other operators like < or between can be fuzzified. 

 

 
 

Fig. 3. Fuzzy set About (more or less equal to). 

According to the above mentioned facts, the example of a fuzzy query e.g. find appropriate areas for 
tourism has the following form: 

         select municipality 
         from [Table T] 
         where air pollution is Small and 

           number of sunny days is High and 
   altitude above sea level is about 1500 meters 

(7) 

The meaning of a fuzzy query is obvious at the first glance because it is expressed with the linguistic 
terms. User is not forced to create the query criterion by numbers. Because linguistic terms have 
different meaning for different users and contexts, user should define parameters of these terms. For 
example the term high temperature has different meaning for temperatures describing activities inside 
the Sun or for selecting the appropriate tourism destination. Moreover, for different tourists the term 
high temperature has different meaning. Therefore, the parameters of membership functions should be 
adjusted according to user’s requirements. For the example (7) small, high and about fuzzy sets and 
their respective parameters are depicted in Fig. 4. The result of this query is illustrated in the Table 1. 

 

 
 

Fig. 4. Fuzzy set for the example (7). 
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Municipality 
Pollution 

(P) 
µ(P) 

Number 
of sunny 
days (S)

µ(S)
Altitude 

(A)
µ(A)

Satisfaction 
degree 

 

M7         8.2 1.00 161 1.0 1500 1.00 1 
M5       10.2  0.96 149 0.9 1495  0.95 0.9 ←
M2        9.5 1.00 147 0.7 1520    0.80 0.7 ←
M3 11.0  0.80 145 0.5 1510    0.90 0.5 
M8        14.1  0.18 160 1.0 1430 0.30 0.18 

 
Table 1. Areas suitable for the tourism activities. 

In Table 1 µ(P) denotes the membership degree to the small pollution concept, µ(S) denotes the 
membership degree to the high number of days with sunshine and µ(A) denotes the membership 
degree to the altitude about 1500 m concept. The satisfaction degree, calculated by the minimum t-
norm (5) represents membership degree to the small air pollution and high number of sunny days and 
altitude about 1500 meters concept. If tourist cannot travel to M7, the next choice is the M5 that 
almost satisfies the intent of the query. Again, if it is not possible to realise tourism activities in M5, 
the next choice is M2 and so on. It is important to emphasize that ranking is not done by one indicator, 
their combination by weighted coefficients, etc. All indicators have the same importance and ranking 
is done according to the satisfying the concept created in the query criterion. If SQL were used, this 
additional valuable information would remain hidden.   

The aim of this paper is not to examine the technical realisation of fuzzy queries on relational 
databases (transformation from linguistic terms to the SQL where clause, selection all candidates and 
calculate their membership degrees). Concerning this topic, readers can find more in e.g. [1], [9], [19] 
and [22]. 

5 PRACTICAL REALISATIONS 

Issues of practical realisation are usually divided into two main areas: realisation of an application 
layer and intuitive design of a user interface. The former should support imprecise queries and keep a 
relational database structure unchanged. An illustrative example of the realisation of fuzzy query by 
the fuzzy Generalized Logical Condition [9] is shown in Fig. 5. In the first step users defines all 
required parts of queries (attributes of interest and conditions). In the next step application layer 
converts fuzzy queries into the SQL query in a way that all candidates (entities which satisfy query 
condition with degree greater than 0) are selected from a relational databases. In the reverse direction, 
membership degrees to each elementary condition and to the overall query are calculated and result is 
provided on a user interface.  
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Fig. 5. Fuzzy query realisation. 
 

SQL query is not so easy to use for novice users. The same holds for fuzzy queries. Although fuzzy 
queries have significant advantages, an interface should be as intuitive as possible to help users to 
formulate their queries. The PostgreSQL_f approach [17] offers the solution. Because, all the 
functionalities created in the PostgreSQL_f cannot be easily managed by users, the ReqFlex was 
created to offer the intuitive construction of flexible queries. 

User should have two options: (i) choose parameters of fuzzy sets according his/her preferences and 
(ii) a fuzzy query application calculates these parameters either from users’ previous preferences or by 
mining from the current database content. Concerning the (i) both above mentioned approaches ([9], 
[17]) offer the solution. Regarding (ii), [17] is able to offer parameters from users previous preferences 
whereas approach [9] can mine parameters from the current database content by adding methods 
discussed in [10]. Ideally, all discussed ways should be integrated.  

6 BENEFITS OF FUZZY QUERIES 

In this section, some benefits of fuzzy queries in comparison with traditional SQL queries are 
examined, namely solving empty and overabundant answer, membership degrees, similarities and 
preferences. 

6.1 TREATMENT OF EMPTY AND OVERABUNDANT  
ANSWER PROBLEMS 

The empty answer means that no entity meets a query condition. At the first glance, this may not be a 
problem. It is also an informative answer. But, when the user wants to know why an empty answer has 
appeared or how close entities to match he query condition are, user have to modify parameters in 
query conditions and process another, similar query. In theory this is known as "empty answer 
problem", that is, the problem of providing some alternative data when there is no data fitting the 
query [3].  
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Let look at the query (7) from the traditional SQL perspective:  

 
where air pollution < 10 and number of sunny days > 150     
and altitude above sea level = 1500;  

 

and imagine that the M7 does not exist in database (Table 1). 

As a consequence, no entity from our database is selected. Moreover, it is not simply to detect that a 
small relaxation of the condition like:   

 
where air pollution < 10.3 and number of sunny days > 148     
and altitude above sea level = 1495; 

 

will retrieve one entity.  

Let consider the query from fuzzy logic perspective again. The solution of fuzzy query shown in Table 
1, when excluding M7 (for the purpose of demonstration, M7 does not exist in a database), tells us that 
no municipality fully meets the query condition, but also tell us that several municipalities partially 
meet the query. In this case, no further adjustment and query processing is required.   

Fuzzy queries requires more computational time due to transformation from fuzzy to SQL conditions, 
selection all candidates and calculate their membership degrees. On the other hand, in case of empty 
answer problems, one fuzzy query could solve this issue and therefore, leads to less computational and 
user burden. However, empty answer could also appear in fuzzy queries [3]. In order to solve this 
issue relaxation of the initial query has been suggested in [3]. The relaxation is a continuous and time 
consuming process. When query contains several fuzzy elementary conditions, then each elementary 
condition should be relaxed and tested whether empty answer disappeared. The querying process is 
repeated until the answer is not empty or the modified query becomes semantically far from the 
original one [3].   

The opposite situation appears when query retrieves overabundant number of records, which fully 
meets the query condition (if large number of entities partially satisfies the query condition, then 
applying threshold by α-cut is an effective and fast solution). Overabundant answer problem is 
discussed in [3] where predicates are intensified in order to obtain stronger restriction. Another 
solution is adding additional elementary condition (predicate) to the initial query. In practice, it is not 
an easy task for users to find the most appropriate predicate which can effectively solve this problem. 
To solve this issue an approach which selects a set of predicates according to their degree of semantic 
correlation with the initial query is suggested in [2]. In both approaches we have to avoid a deep 
modification of the query (semantically far from the original one).  

Approaches focused on solving empty and overabundant answer problems [2], [3] operates with fuzzy 
sets parameters defined “a priori”. We would like to mention another solution for these issues: 
construction of fuzzy sets parameters from the current database content [10]. In this way a user obtains 
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suggested parameters of fuzzy sets before running a query that may reduce both issues: empty and 
overabundant answer.  

6.2 MEMBERSHIP DEGREES TO THE QUERY CONDITION 

Fuzzy queries make distinction between selected entities by membership degree. In this way selected 
entities are ranked downwards from the best to the worst according to the membership degree, as was 
demonstrated in previous sections. Let’s now examine the condition: 

where attribute_a = v  

where v is a real number.   

There is higher jeopardy of empty answer. It could happen that no entity have the exact value of v for 
the examined attribute, although there might exist many entities with similar values. Traditional 
queries could use intervals in the following way:  

where attribute_a > v1 and attribute_a < v2 

 

where v1 < v < v2 and v1 and v2 are also real numbers. 

If the interval is longer, more entities will be selected. But, an entity near the edge of the interval 
satisfies the query condition in the same way as entity near the middle of the interval. A small interval 
might lead to an empty answer. Therefore, the question is how to choose optimal values of v1 and v2. 
In case of the fuzzy query this question is irrelevant. We can create triangular fuzzy set on the 
examined interval. In this way entities near the edges of the interval have lower membership degrees 
than entities near the middle of the interval. In an extreme situation the interval can be the whole 
attribute’s domain. Changing values v1 and v2 will lead to different number of selected entities, but 
their ranking will not be changed. Applying the threshold value [19], we are able to provide only 
entities that significantly meet the query condition. Anyway, reasonable values of v1 and v2 should be 
chosen in order to avoid longer evaluation of the fuzzy query. Sharp interval and fuzzy set are depicted 
in Fig. 6.  

 

 
 

Fig. 6. An interval and a fuzzy set. 
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6.3 EVALUATION OF SIMILAR ENTITIES IN A DATABASE 

Linguistic term more or less equal to is suitable for finding entities in a database with the same or 
similar values of chosen indicators. In this example we are interested to find whether municipalities 
with similar values of three indicators (altitude, land area and population density) as the municipality 
M exist. The suggested procedure works in the following way: the user chooses one municipality (in 
our case municipality M) and relevant indicators. Consequently, the application finds values of 
selected indicators for the municipality M and creates triangular fuzzy sets (Fig. 3; B = C) for each 
indicator. The result is presented in Table 2 [7]. Table shows that no municipality has the same values 
as municipality M, but there are two municipalities (M1 and M2) which are very similar to the 
municipality M. Other selected municipalities are less similar. More about this issue can be found in 
e.g. [7]. 

Municipality Altitude [m] Area [km2] 
Popul. Density 

[inhab/km2] 
Similarity 

M1 125 15.78 68.32 0.8189 
M2 125 15.22 70.64 0.7477 
M3 120 18.05 69.53 0.4821 
M4 116 18.13 75.66 0.3688 
M5 126 13.39 75.65 02505 
M6 132 14.77 75.15 0.1885 
M7 132 18.71 72.73 0.1885 

Values for the municipality M are: altitude: 123 m; land area: 16.14 km2;  
population density: 74 inhabitants / km2 

Table 2. Similarity. 

6.4 FUZZY PREFERENCES IN QUERY CONDITIONS 

Fuzzy preferences allow expressing that some elementary conditions are more relevant than others. 
For example, query for the selection of an appropriate hotel would be as follows: select hotels where 

price is low, distance to the beach is low and distance to the city centre is low where low distance to 
the city centre has lower priority.  

Weights for the first two indicators are equal to 1 and the weight for the third indicator is equal to 0.5. 
The solution is calculated using the Kleene-Dienes implication [22]: 

 

w)-1 (a),max()( *  a  (8) 

where a is a database attribute and ]1 ,0[w  is an importance weight of an attribute a. Applying the 

Kleene-Dienes implication (8) and min t-norm  (5) the query satisfaction degree is calculated in the 
following way: 

))1),((maxmin()(
,...,1
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The membership degrees to the sets low price, low distance to the city centre and low distance to the 
beach as well as the solution are depicted in Table 3. 

Hotels 
µ(Low 
price) 

µ(Low distance 
to beach) 

µ(Low 
distance to city 

centre) 

Matching 
Degree µ(t) 

H1 1 1 1 1 
H2 1 1 0.9 0.94 
H3 0.9 0.9 0.7 0.7 
H3 0.9 0.9 0.1 0.5 
H4 0.9 0.9 0.5 0.5 
H5 1 0.33 0.3 0.33 

 
Table 3. Evaluation of appropriate hotels. 

More about theory of fuzzy preferences can be found in e.g. [22] and about practical issues in [14]. 

7 CONCLUSION 

The usefulness of the SQL for data selection from relational databases has been proven in many 
information systems. When sharp values in query criteria are required, the SQL is the optimal solution. 
However, when sharp constraints cannot appropriately describe the intent of a query, queries based on 
the fuzzy logic offer the solution.  

It is obvious that processing of fuzzy queries introduces an additional computation burden due to the 
substantial amount of calculations concerning data [12]. We need to point out that this additional 
amount of the calculation burden is balanced with the additional valuable information mined from a 
database. The main goal of flexible queries is not to select more but better data for users. 

The paper contributed with an overview of advantages of fuzzy queries in a legible way for data users, 
which are not familiar with mathematics of fuzzy logic and relational databases. Furthermore, paper 
discussed several issues that could be efficiently solved by fuzzy logic and fuzzy queries. To 
summarize, main characteristics of a fuzzy query approach are as follows: 

 The query condition is expressed by the linguistic terms, so the meaning of the query is 
understandable at the first glance and therefore, query is easily readable and modifiable; 

 Retrieved entities are ranked downward from the best to the worst according to the satisfaction 
degree of the overall query condition; 

 Fuzzy queries reduce the risk of empty answers providing some data that partially meet the 
query condition when no data fully meets the query condition; 

 An efficient solution for end-users could be obtained by integration of the several fuzzy query 
approaches.  
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